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Programming

When we talk about programs and algorithms in this class, it'll help to know more about how they work.

- How do we go from describing how something works to actually making it work?
- To what level of precision does a program need to be defined?

We'll examine one programming language in particular, Python, and you'll learn:

- the basics of converting the idea of an algorithm into program code
- some fundamental concepts for writing good programs
- the basic capabilities of Python
- how to write short programs for text processing
What (not) to expect

Expect to learn:

• how to think algorithmically & improve such thinking

• how precise one has to be in writing programs

Expect not to learn:

• how to be a programmer

The practical aspects of this course are meant to supplement the core content
What is a program?

At an abstract level, a program is a sequence of commands, which produces an output for a given input.

Example 1:

1. Input: your income information
2. Program: stuff happens (Input \(\mapsto\) Output)
3. Output: how much tax you have to pay

Example 2:

1. Input: a text file containing all of Ulysses
2. Program: stuff happens (Input \(\leftrightarrow\) Output)
3. Output: every bigram with its associated frequency
Algorithms

As mentioned, a program is basically an **algorithm**, i.e., a sequence of commands.

Here’s what a sketch of an algorithm for printing out a text’s unigrams might look like:

1. Read in each word from the text
   (a) Store each word
   (b) Add to the count of each word, storing (word,count) pairs in some storage device

2. Read through the storage device
   (a) Print each word with its count

But how do we “read in”, “count”, “store”, or even “print” things?
Programming Languages

Programming languages share a lot in common:

- They require you to use explicit syntax
  - Only well-defined functions can be used, i.e., you need to know what things are/aren’t allowed by a programming language
    * `exec` is a legitimate command in Python
    * `evac` is not a legitimate command
  - The language forces you to follow particular formats
    * In Python, you have to indent within a `for` loop
    * In Perl, you have to enclose the contents of a loop within brackets.

But the languages differ in the specifics of the syntax
Python

So, now we’re ready to start investigating Python … Why Python?

- It’s quick: It is very good for writing short scripts and for text processing.

- It’s powerful: At the same time, Python has much support for turning small programs into much larger projects (such as object-oriented programming)

- It’s easy: Function names are (arguably) rather transparent in Python.

- It’s free & available across systems: code is generally portable across platforms

- It’s marketable: organizations like Google, Pixar, and the NSA use Python
Resources on Python

Books:

- *Learning Python* by Mark Lutz
- *Beginning Python: From Novice to Professional* by Magnus Lie Hetlund
- *Dive Into Python* by Mark Pilgrim (also available online; for experienced programmers): http://www.diveintopython.org/

Online resources:

- Python’s documentation: http://www.python.org/doc/ (check out the tutorial)
- Or search to find more about a particular point ...
Obtaining Python

- The latest python is available for different platforms at: http://www.python.org/download/
- Mac: It should be pre-installed. Type python at a terminal to check.
Using a command line

Let’s step back from Python for just one second and talk about using a command line.

Instead of navigating through your files by clicking on things (in Windows or the Aqua interface on Macs), you can navigate by typing:

- **Windows**: open a Command Prompt, something like:
  - Start → Programs → Accessories → Command Prompt
- **Mac**: open a Terminal
  - Applications → Utilities → Terminal

See the contents of a directory:

- **Windows**: `dir`
- **Mac (Unix)**: `ls`
Moving around the terminal

An important command for us (on both platforms) is cd ("change directory"), since we’ll have to get to the directory which contains our python files.

- cd courses/11/515/ puts me into courses/11/515/ instead of my home directory
- Note on Windows that directories can have spaces in their names—in those situations, use double quotes ("): cd "Documents and Settings\md7\Desktop"
  - Also note that slashes go in opposite directions
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How to use Python

You can run python either at the command-line or from a file:

- Interactive: simply type python (or python2.7 or python3.2) at the command line, and this will open up a session with python
  - Interactive sessions are very useful for practicing and testing out bits of code.
  - Note that variable values are automatically printed out (not true of files).
- Files: more often, you will want to write a program and call that program
  - This allows you to edit freely.
  - If your program’s name is program.py, you will type python program.py
    - Both Windows and Mac/Unix allow you to redirect your output to a file
    - python program.py > output.txt stores the output in output.txt
- Some python tools (e.g., IDLE) make it easy to run programs, too
A basic python program

Here’s a very basic python program, which will give you a flavor of python (but don’t worry too much about how it works yet).

```python
i = 1
while i < 10:
    # comments can be put after '#'
    print str(i) + " is my friend."
    i += 1
```

When we run this, we get the following output:

1 is my friend.
2 is my friend.
3 is my friend.
...
9 is my friend.
Creating/Editing Python files

How do we create such files, though? Where do they come from?

Python files are simply text files, so we just need a text editor. Some options:

- Windows: Notepad or Wordpad → Save as plain text
- Mac: TextEdit → Under *Preferences*, be sure “Plain Text” is checked for Format
- Unix: pico, Emacs (or Aquamacs [which I use]), Vim, and probably others
Some text editors offer **syntax highlighting**, which shows you variable names, indentation, etc. and can make coding much easier.

There are also **Integrated Development Environments (IDEs)** which offer syntax highlighting, debugging features, streamlined code-running, etc.

- One IDE which comes with Python is IDLE (http://www.python.org/idle/doc/idlemain.html)
  - Windows: Once you’ve installed Python, this should be available from Start → Applications → Python25 → ...
  - Mac: likely already be installed.
    - Should be able to “right”-click (Ctrl-click) a file and select IDLE as the program to open it with
Data Types

Every programming language has certain basic **types**, which are the building blocks from which everything else is built. In Python, some core data types are:

- **Simple Types**: numbers and strings ... more on these in a minute
  - numbers: 3, 12.443, 89, ...
  - strings: "hello", 'manny', "34", ...

- **Complex Types**: lists and dictionaries (& sets & tuples) ... covered later
  - lists: [1,2,3], [1,2,"a"], ["john", "george", "paul", "ringo"], ...
  - dictionaries: {"a":1, "b":16}, ...

Python is **dynamically typed**: you do not have to declare what type each variable is
>>> 2+2
4
>>> 3/2  # this is different in python3
1
>>> 3/2.
1.5

Python has integers and floating point numbers (& complex numbers), and operations to convert between them:

>>> float(3)
3.0
>>> int(4.123)
4

You can print floating point numbers with different levels of precision, but we won’t cover that here.
Variables

A variable stores some value for later use

- A variable can be almost any sequence of alphabetic characters (the underscore and digits can be in there, too, as long as they’re not the first character of the variable)

- The only other constraint is that a variable cannot have the same name as a function in python. Bad variable names, thus, include: for, in, class, etc.

- It helps to give mnemonic names to variables (e.g., name preferred over a)

```python
counter = 1
name = "john"
```
Strings

• Many ways to write a string:
  – single quotes: ‘string’
  – double quotes: "string"
  – can also use """" to write strings over multiple lines:
    >>> """"<html>
    ... <body>
    ... something
    ... </body>
    ... </html>
    ...
    '<html>
    \n<body>
\nsomething\n</body>\n</html>\n'

• There are string characters with special meaning: e.g., \n (newline) and \t (tab)

• Get the length of a string by the len function
String indices & slices

You can use slices to get a part of a string

```python
>>> s = "happy"
>>> len(s)  # use the len function
5
>>> s[3]   # indexed from 0, so 4th character
'p'
>>> s[1:3] # characters 1 and 2
'ap'
>>> s[:3]  # first 3 characters
'hap'
>>> s[3:]  # everything except first 3 characters
'py'
>>> s[-4]  # 4th character from the back
'a'
```
String operations

• Concatenate strings with the + operator, reduplicate them with *

```python
s = "happy" + "joy"  # s = "happyjoy"
s = "happy"*3       # s = "happyhappyhappy"
```

• Convert to upper or lower case: upper / lower

```python
>>> s = 'abcdefg'
>>> s.upper()
'ABCDEFG'
>>> s
'abcdefg'
```
String operations (2)

- The `strip` operator can be used to remove white space around the string.

```python
>>> s = ' agbg\t'
>>> s.strip()
'agbg'
```

- The `split` operator take a string and converts it to a list, splitting it on whitespace (although, you can change this to split on a different delimiter)

```python
>>> s = 'here is a toy sentence'
>>> s.split()
['here', 'is', 'a', 'toy', 'sentence']
```

`find` and `replace` are also useful operations for manipulating strings